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1. **Difference between semaphore and mutex?**

## Semaphore:

* + - A semaphore restricts the number of **simultaneous users** of a shared resource up to a maximum number. Threads can request access to the resource (decrementing the semaphore), and can signal that they have finished using the resource (incrementing the semaphore).
    - Counting Semaphore in java maintains specified number of pass or permits
    - In order to access the shared resource, current thread must acquire a permit
    - If permit is already exhausted by other thread then it can wait until a permit is available due to release of permit from different thread
    - **java.util.Semaphore** class represent a Counting semaphore which is initialized with number of permits.
    - Semaphore provides two main method **acquire()** and **release()** for getting permits and releasing permits.
    - A Counting semaphore with one permit is known as binary semaphore because it has only two state permit available or permit unavailable.
    - They are able to make threads wait when counter value is zero i.e. they act as Locks with counter functionality.
    - When a thread has finished the use of the shared resource, it must release the semaphore so that the other threads can access the shared resource. That operation increases the internal counter of the semaphore.

## Example

import java.util.concurrent.Semaphore;  
 public class SemaphoreTest {  
  
    [Semaphore](http://java.sun.com/j2se/1.5.0/docs/api/java/util/concurrent/Semaphore.html) binary = new Semaphore(1);    
    public static void main(String args[]) {  
        final SemaphoreTest test = new SemaphoreTest();  
        new Thread(){  
            @Override  
            public void run(){  
              test.mutualExclusion();   
            }  
        }.start();        
        new Thread(){  
            @Override  
            public void run(){  
              test.mutualExclusion();   
            }  
        }.start();        
    }    
    private void mutualExclusion() {  
        try {  
            binary.acquire();  
            //mutual exclusive region  
            System.out.println(Thread.currentThread().getName() + " inside mutual exclusive region");  
            Thread.sleep(1000);  
        } catch (InterruptedException i.e.) {  
            ie.printStackTrace();  
        } finally {  
            binary.release();  
            System.out.println(Thread.currentThread().getName() + " outside of mutual exclusive region");  
        }  
    }     
}

Output:  
 Thread-0 inside mutual exclusive region  
 Thread-0 outside of mutual exclusive region  
 Thread-1 inside mutual exclusive region  
 Thread-1 outside of mutual exclusive region

## Mutex:

* + - The word mutex is shorthand for a primitive object that provides **MUTual EXclusion between threads.**
    - A mutual exclusion (mutex) is used cooperatively between threads to ensure that **only one of the cooperating threads is allowed to access the data** or run certain application code at a time.
    - Any thread that successfully locks the mutex is the owner until it unlocks the mutex.
    - Any thread that attempts to lock the mutex waits until the owner unlocks the mutex.
    - When the owner unlocks the mutex, control is returned to one waiting thread with that thread becoming the owner of the mutex.
    - There can be only one owner of a mutex.

## Example

import com.sun.corba.se.impl.orbutil.concurrent.Mutex;

public class MutexTest {

Mutex binary = new Mutex();

public static void main(String args[]) {

final MutexTest test = new MutexTest();

new Thread(){

@Override

public void run(){

test.mutualExclusion();

}

}.start();

new Thread(){

@Override

public void run(){

test.mutualExclusion();

}

}.start();

}

private void mutualExclusion() {

try {

binary.acquire();

//mutual exclusive region

System.out.println(Thread.currentThread().getName() + " inside mutual exclusive region");

Thread.sleep(1000);

} catch (InterruptedException e) {

e.printStackTrace();

} finally {

binary.release();

System.out.println(Thread.currentThread().getName() + " outside of mutual exclusive region");

}

}

}

Output:

Thread-0 inside mutual exclusive region

Thread-0 outside of mutual exclusive region

Thread-1 inside mutual exclusive region

Thread-1 outside of mutual exclusive region

1. **Print odd and even number in sequence with using two threads in java?**

public class EvenOddThreadExample {

public static void main(String[] args) {

SharedPrinter sp = new SharedPrinter();

Thread t1 = new Thread(new OddNumProducer(sp, 10));

Thread t2 = new Thread(new EvenNumProducer(sp,10));

t1.start();

t2.start();

}

}

class SharedPrinter {

boolean evenFlag = false;

public void printOddNumber(int number) {

synchronized(this) {

while (evenFlag) {

try {

wait();

} catch (InterruptedException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}

System.out.println("Odd Number : " + number);

evenFlag = true;

notify();

}

}

public void printEvenNumber(int number) {

synchronized(this) {

while (!evenFlag) {

try {

wait();

} catch (InterruptedException e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}

System.out.println("Even Number : " + number);

evenFlag = false;

notify();

}

}

}

class OddNumProducer implements Runnable {

SharedPrinter sp;

int number;

public OddNumProducer(SharedPrinter s, int num) {

this.sp = s;

this.number = num;

}

@Override

public void run () {

for (int i=1; i <= number; i = i+2) {

sp.printOddNumber(i);

}

}

}

class EvenNumProducer implements Runnable {

SharedPrinter sp;

int number;

public EvenNumProducer(SharedPrinter s, int num) {

this.sp = s;

this.number = num;

}

@Override

public void run() {

for (int i = 2; i <= number; i=i+2) {

sp.printEvenNumber(i);

}

}

}

1. **Explain Fork Join Framework?**
   * + Basically the Fork-Join breaks the task at hand into mini-tasks until the mini-task is simple enough that it can be solved without further breakups.
     + It’s like a divide-and-conquer algorithm. One important concept to note in this framework is that ideally no worker thread is idle.
     + They implement a work-stealing algorithm in that idle workers steal the work from those workers who are busy.

## Core Classes used in Fork/Join Framework

* + - The core classes supporting the Fork-Join mechanism are ForkJoinPool and ForkJoinTask.

## ForkJoinPool

* + - The ForkJoinPool is basically a specialized implementation of ExecutorService implementing the work-stealing algorithm we talked about above. We create an instance of ForkJoinPool by providing the target parallelism level i.e. the number of processors as shown below:

ForkJoinPool pool = new ForkJoinPool(numberOfProcessors);

Where numberOfProcessors = Runtime.getRunTime().availableProcessors();

* + - If you use a no-argument constructor, by default, it creates a pool of size that equals the number of available processors obtained using above technique.
    - Although you specify any initial pool size, the pool adjusts its size dynamically in an attempt to maintain enough active threads at any given point in time. Another important difference compared to other ExecutorService's is that this pool need not be explicitly shutdown upon program exit because all its threads are in daemon mode.
    - There are three different ways of submitting a task to the ForkJoinPool.
      * execute() method //Desired asynchronous execution; call its fork method to split the work between multiple threads.
      * invoke() method: //Await to obtain the result; call the invoke method on the pool.
      * submit() method: //Returns a Future object that you can use for checking status and obtaining the result on its completion.

## ForkJoinTask

* + - This is an abstract class for creating tasks that run within a ForkJoinPool. The RecursiveAction and RecursiveTask are the only two direct, known subclasses of ForkJoinTask. The only difference between these two classes is that the RecursiveAction does not return a value while RecursiveTask does have a return value and returns an object of specified type.
    - In both cases, you would need to implement the ***compute method*** in your subclass that performs the main computation desired by the task.
    - The ForkJoinTask class provides several methods for checking the execution status of a task. The isDone() method returns true if a task completes in any way. The isCompletedNormally() method returns true if a task completes without cancellation or encountering an exception, and isCancelled() returns true if the task was cancelled. Lastly, isCompletedabnormally() returns true if the task was either cancelled or encountered an exception.

## Example

* + - In this example, you will learn how to use the asynchronous methods provided by the ForkJoinPool and ForkJoinTask classes for the management of tasks.
    - You are going to implement a program that will search for files with a determined extension inside a folder and its subfolders.
    - The ForkJoinTask class you’re going to implement will process the content of a folder. For each subfolder inside that folder, it will send a new task to the ForkJoinPool class in an asynchronous way. For each file inside that folder, the task will check the extension of the file and add it to the result list if it proceeds.

FolderProcessor.java

package forkJoinDemoAsyncExample;

import java.io.File;

import java.util.ArrayList;

import java.util.List;

import java.util.concurrent.RecursiveTask;

public class FolderProcessor extends RecursiveTask<List<String>> {

private static final long serialVersionUID = 1L; //This attribute will store the full path of the folder this task is going to process.

private final String path; //This attribute will store the name of the extension of the files this task is going to look for.

private final String extension;

//Implement the constructor of the class to initialize its attributes

public FolderProcessor(String path, String extension) {

this.path = path;

this.extension = extension;

}

//Implement the compute() method. As you parameterized the RecursiveTask class with the List<String> type, this method has to return an object of that type.

@Override

protected List<String> compute() {

//List to store the names of the files stored in the folder.

List<String> list = new ArrayList<String>();

//FolderProcessor tasks to store the subtasks that are going to process the subfolders stored in the folder

List<FolderProcessor> tasks = new ArrayList<FolderProcessor>();

//Get the content of the folder.

File file = new File(path);

File content[] = file.listFiles();

//For each element in the folder, if there is a subfolder, create a new FolderProcessor object

//and execute it asynchronously using the fork() method.

if (content != null) {

for (int i = 0; i < content.length; i++) {

if (content[i].isDirectory()) {

FolderProcessor task = new FolderProcessor(content[i].getAbsolutePath(), extension);

task.fork();

tasks.add(task);

}

//Otherwise, compare the extension of the file with the extension you are looking for using the checkFile() method

//and, if they are equal, store the full path of the file in the list of strings declared earlier.

else {

if (checkFile(content[i].getName())) {

list.add(content[i].getAbsolutePath());

}

}

}

}

//If the list of the FolderProcessor subtasks has more than 50 elements, rite a message to the console to indicate this circumstance.

if (tasks.size() > 50) {

System.out.printf("%s: %d tasks ran.\n", file.getAbsolutePath(), tasks.size());

}

//add to the list of files the results returned by the subtasks launched by this task.

addResultsFromTasks(list, tasks);

//Return the list of strings

return list;

}

//For each task stored in the list of tasks, call the join() method that will wait for its finalization and then will return the result of the task.

//Add that result to the list of strings using the addAll() method.

private void addResultsFromTasks(List<String> list, List<FolderProcessor> tasks) {

for (FolderProcessor item : tasks) {

list.addAll(item.join());

}

}

//This method compares if the name of a file passed as a parameter ends with the extension you are looking for.

private boolean checkFile(String name) {

return name.endsWith(extension);

}

}

Main.java

package forkJoinDemoAsyncExample;

import java.util.List;

import java.util.concurrent.ForkJoinPool;

import java.util.concurrent.TimeUnit;

public class Main {

public static void main(String[] args) {

//Create ForkJoinPool using the default constructor.

ForkJoinPool pool = new ForkJoinPool();

//Create three FolderProcessor tasks. Initialize each one with a different folder path.

FolderProcessor system = new FolderProcessor("C:\\Windows", "log");

FolderProcessor apps = new FolderProcessor("C:\\Program Files", "log");

FolderProcessor documents = new FolderProcessor("C:\\Documents And Settings", "log");

//Execute the three tasks in the pool using the execute() method.

pool.execute(system);

pool.execute(apps);

pool.execute(documents);

//Write to the console information about the status of the pool every second

//until the three tasks have finished their execution.

do {

System.out.printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

System.out.printf("Main: Parallelism: %d\n", pool.getParallelism());

System.out.printf("Main: Active Threads: %d\n", pool.getActiveThreadCount());

System.out.printf("Main: Task Count: %d\n", pool.getQueuedTaskCount());

System.out.printf("Main: Steal Count: %d\n", pool.getStealCount());

System.out.printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

try {

TimeUnit.SECONDS.sleep(1);

} catch (InterruptedException e) {

e.printStackTrace();

}

} while ((!system.isDone()) || (!apps.isDone()) || (!documents.isDone()));

//Shut down ForkJoinPool using the shutdown() method.

pool.shutdown();

//Write the number of results generated by each task to the console.

List<String> results;

results = system.join();

System.out.printf("System: %d files found.\n", results.size());

results = apps.join();

System.out.printf("Apps: %d files found.\n", results.size());

results = documents.join();

System.out.printf("Documents: %d files found.\n", results.size());

}

}

Output of above program will look like this:

Main: Parallelism: 2

Main: Active Threads: 3

Main: Task Count: 1403

Main: Steal Count: 5551

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Main: Parallelism: 2

Main: Active Threads: 3

Main: Task Count: 586

Main: Steal Count: 5551

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

System: 337 files found.

Apps: 10 files found.

Documents: 0 files found.

## How it works?

* + - In the FolderProcessor class, Each task processes the content of a folder. As you know, this content has the following two kinds of elements:
      * Files
      * Other folders
    - If the task finds a folder, it creates another Task object to process that folder and sends it to the pool using the fork() method. This method sends the task to the pool that will execute it if it has a free worker-thread or it can create a new one. The method returns immediately, so the task can continue processing the content of the folder. For every file, a task compares its extension with the one it’s looking for and, if they are equal, adds the name of the file to the list of results.
    - Once the task has processed all the content of the assigned folder, it waits for the finalization of all the tasks it sent to the pool using the join() method. This method called in a task waits for the finalization of its execution and returns the value returned by the compute() method. The task groups the results of all the tasks it sent with its own results and returns that list as a return value of the compute() method.

## Difference between Fork/Join Framework And ExecutorService

* + - The main difference between the Fork/Join and the Executor frameworks is the work-stealing algorithm. Unlike the Executor framework, when a task is waiting for the finalization of the sub-tasks it has created using the join operation, the thread that is executing that task (called worker thread ) looks for other tasks that have not been executed yet and begins its execution. By this way, the threads take full advantage of their running time, thereby improving the performance of the application.

## Existing Implementations in JDK

* + - There are some generally useful features in Java SE which are already implemented using the fork/join framework.
      * One such implementation, introduced in Java SE 8, is used by the java.util.Arrays class for its parallelSort() methods. These methods are similar to sort(), but leverage concurrency via the fork/join framework. Parallel sorting of large arrays is faster than sequential sorting when run on multiprocessor systems.
      * Parallelism used in Stream.parallel(). Read more about this parallel stream operation in java 8.

1. **Explain Blocking queue in Java?**

* BlockingQueue in Java is added in Java 1.5 along with various other concurrent Utility classes like ConcurrentHashMap, Counting Semaphore, CopyOnWriteArrrayList etc.
* BlockingQueue is a unique collection type which not only store elements but also supports flow control by introducing blocking if either BlockingQueue is full or empty. take() method of BlockingQueue will block if Queue is empty and put() method of BlockingQueue will block if Queue is full.
* This property makes BlockingQueue an ideal choice for implementing Producer consumer design pattern where one thread insert element into BlockingQueue and other thread consumes it.

![blocking-queue](data:image/png;base64,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)

* BlockingQueue in Java ***doesn't allow null elements***, various implementation of BlockingQueue like ***ArrayBlockingQueue***, ***LinkedBlockingQueue*** throws NullPointerException when you try to add null on queue.

*BlockingQueue<String> bQueue = new ArrayBlockingQueue<String>(10);  
//bQueue.put(null); //NullPointerException - BlockingQueue in Java doesn't allow null        
bQueue = new LinkedBlockingQueue<String>();  
bQueue.put(null);  
Exception in thread "main" java.lang.NullPointerException  
        at java.util.concurrent.LinkedBlockingQueue.put(LinkedBlockingQueue.java:288)*

* BlockingQueue can be bounded or unbounded. A bounded BlockingQueue is one which is initialized with initial capacity and call to put() will be blocked if BlockingQueue is full and size is equal to capacity. This bounding nature makes it ideal to use a shared queue between multiple threads like in most common Producer consumer solutions in Java. An unbounded Queue is one which is initialized without capacity, actually by default it initialized with Integer.MAX\_VALUE. Most common example of BlockingQueue uses bounded BlockingQueue as shown in below example.

*BlockingQueue<String> bQueue = new ArrayBlockingQueue<String>(2);  
bQueue.put("Java");  
System.out.println("Item 1 inserted into BlockingQueue");  
bQueue.put("JDK");  
System.out.println("Item 2 is inserted on BlockingQueue");  
bQueue.put("J2SE");  
System.out.println("Done");  
  
Output:  
Item 1 inserted into BlockingQueue  
Item 2 is inserted on BlockingQueue*

* BlockingQueue implementations like ***ArrayBlockingQueue***, ***LinkedBlockingQueue*** and ***PriorityBlockingQueue*** are thread-safe. All queuing method uses concurrency control and internal locks to perform operation atomically. Since BlockingQueue also extend Collection, bulk Collection operations like addAll(), containsAll() are not performed atomically until any BlockingQueue implementation specifically supports it. So call to addAll() may fail after inserting couple of elements.
* Common methods of BlockingQueue is are put() and take() which are blocking methods in Java and used to insert and retrieve elements from BlockingQueue in Java. put() will block if BlockingQueue is full and take() will block if BlockingQueue is empty, call to take() removes element from head of Queue
* BlockingQueue interface extends Collection, Queue and Iterable interface which provides it all Collection and Queue related methods like poll(), and peak(), unlike take(), peak() method returns head of the queue without removing it, poll() also retrieves and removes elements from head but can wait till specified time if Queue is empty.
* Other important methods from BlockingQueue in Java is remainingCapacity() and offer(), former returns number remaining space in BlockingQueue, which can be filled without blocking while later insert object into queue if possible and return true if success and false if fail unlike add() method which throws IllegalStateException if it fails to insert object into BlockingQueue. Use offer() over add() wherever possible.

import java.util.concurrent.BlockingQueue;

public class Producer implements Runnable{

BlockingQueue<Object> queue = null;

Producer(BlockingQueue<Object> theQueue) {

this.queue = theQueue;

}

@Override

public void run() {

while (true) {

try {

Object obj = getResource();

queue.put(obj);

System.out.println("Produced Resource - Queue size now : " + queue.size());

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

public Object getResource() {

try {

Thread.sleep(100);

} catch (InterruptedException e) {

System.out.println("Thread Interrupted");

}

return new Object();

}

}

import java.util.concurrent.BlockingQueue;

public class Consumer implements Runnable{

BlockingQueue<Object> queue = null;

public Consumer(BlockingQueue<Object> theQueue) {

this.queue = theQueue;

}

@Override

public void run() {

try {

Object obj = queue.take();

System.out.println("Consumed Object - Queue size now : " + queue.size());

take(obj);

} catch (InterruptedException e) {

e.printStackTrace();

}

}

public static void take(Object obj) {

try {

Thread.sleep(100);

} catch (InterruptedException e) {

System.out.println("Thread Interrupted");

}

System.out.println("Consumed Resource : " + obj);

}

}

import java.util.concurrent.BlockingQueue;

import java.util.concurrent.LinkedBlockingQueue;

public class ProducerConsumerExample {

public static void main(String[] args) throws InterruptedException {

BlockingQueue<Object> queue = new LinkedBlockingQueue<>(20);

int numProducer = 4;

int numConsumer = 4;

for (int i=0; i<numProducer; i++) {

new Thread(new Producer(queue)).start();;

}

for (int j=0; j<numConsumer; j++) {

new Thread(new Consumer(queue)).start();

}

Thread.sleep(10\*100);

System.exit(0);

}

}

# **Implementations of BlockingQueue:**

* [**ArrayBlockingQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/ArrayBlockingQueue.html)
  + A bounded blocking queue backed by an array. This queue orders elements FIFO (first-in-first-out). The head of the queue is that element that has been on the queue the longest time. The tail of the queue is that element that has been on the queue the shortest time. New elements are inserted at the tail of the queue, and the queue retrieval operations obtain elements at the head of the queue.
  + This is a classic "bounded buffer", in which a fixed-sized array holds elements inserted by producers and extracted by consumers. Once created, the capacity cannot be changed. Attempts to put an element into a full queue will result in the operation blocking; attempts to take an element from an empty queue will similarly block.
  + This class supports an optional fairness policy for ordering waiting producer and consumer threads. By default, this ordering is not guaranteed. However, a queue constructed with fairness set to true grants threads access in FIFO order. Fairness generally decreases throughput but reduces variability and avoids starvation.
* [**DelayQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/DelayQueue.html)
  + An unbounded [blocking queue](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingQueue.html) of Delayed elements, in which an element can only be taken when its delay has expired. The *head* of the queue is that Delayed element whose delay expired furthest in the past. If no delay has expired there is no head and poll will return null. Expiration occurs when an element's getDelay(TimeUnit.NANOSECONDS) method returns a value less than or equal to zero. Even though unexpired elements cannot be removed using take or poll, they are otherwise treated as normal elements. For example, the size method returns the count of both expired and unexpired elements. This queue does not permit null elements.
* [**LinkedBlockingDeque**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/LinkedBlockingDeque.html)
  + An optionally-bounded blocking deque based on linked nodes.
  + The optional capacity bound constructor argument serves as a way to prevent excessive expansion. The capacity, if unspecified, is equal to Integer.MAX\_VALUE. Linked nodes are dynamically created upon each insertion unless this would bring the deque above capacity.
  + Most operations run in constant time (ignoring time spent blocking). Exceptions include remove, removeFirstOccurrence, removeLastOccurrence, contains, iterator.remove(), and the bulk operations, all of which run in linear time.
* [**LinkedBlockingQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/LinkedBlockingQueue.html)
  + An optionally-bounded blocking queue based on linked nodes. This queue orders elements FIFO (first-in-first-out). The head of the queue is that element that has been on the queue the longest time. The tail of the queue is that element that has been on the queue the shortest time. New elements are inserted at the tail of the queue, and the queue retrieval operations obtain elements at the head of the queue. Linked queues typically have higher throughput than array-based queues but less predictable performance in most concurrent applications.
  + The optional capacity bound constructor argument serves as a way to prevent excessive queue expansion. The capacity, if unspecified, is equal to Integer.MAX\_VALUE. Linked nodes are dynamically created upon each insertion unless this would bring the queue above capacity.
* [**LinkedTransferQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/LinkedTransferQueue.html)
* [**PriorityBlockingQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/PriorityBlockingQueue.html)
* [**SynchronousQueue**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/SynchronousQueue.html)
  + A blocking queue in which each insert operation must wait for a corresponding remove operation by another thread, and vice versa. A synchronous queue does not have any internal capacity, not even a capacity of one. You cannot peek at a synchronous queue because an element is only present when you try to remove it; you cannot insert an element (using any method) unless another thread is trying to remove it; you cannot iterate as there is nothing to iterate. The head of the queue is the element that the first queued inserting thread is trying to add to the queue; if there is no such queued thread then no element is available for removal and poll() will return null. For purposes of other Collection methods (for example contains), a SynchronousQueue acts as an empty collection. This queue does not permit null elements.

# **ArrayBlockingQueue:**

* ArrayBlockingQueue is a BlockingQueue implementation with the following characteristics:
* **Internal data structure:**
  + it is based on a circular array to store elements. The first and the last elements of the array are treated logically adjacent, hence circular array.
  + The queue advances the indices of the head and tail elements whenever an element is added/removed from the queue. When either index advances the last element in the array, it is restarted from 0.
  + This mechanism is better than using a regular array, as the queue doesn’t have to shift all the elements whenever the head is removed. However, if you remove an element in the middle (via Iterator.remove), it must shift the elements.
* **Capacity:**
  + There’s a limit on the number of elements an ArrayBlockingQueue can hold, as you must specify a capacity when constructing a new object of this class. Hence ArrayBlockingQueueis a bounded BlockingQueue.
* **Order:**
  + since it is based on an array, elements are ordered by FIFO (First-In First-Out).
* **Operations:**
  + queue insertion and removal are executed in constant time (very fast).
* **Iterator:**
  + the iterators returned by are ArrayBlockingQueue weakly consistent which means the iterator may be used concurrently with other operations. It will never throw ConcurrentModificationException and support remove operation.
* You also need to pay attention when creating a new object of ArrayBlockingQueueas it provides 3 constructors:

ArrayBlockingQueue(int capacity)

ArrayBlockingQueue(int capacity, boolean fair)

ArrayBlockingQueue(int capacity, boolean fair, Collection<? extends E> c)

* Notice the parameter fair specifies the access policy for threads blocked on insertion or removal. Consider this scenario: several threads blocked because the queue is either full or empty, so when space becomes available or elements available, which thread is granted access first? which is granted next?
* So ArrayBlockingQueueallows you to choose one of two policies according to the value of the parameter fair:
  + if fair is set to true:
    - threads are granted access in FIFO order, which means the longest waiting thread will have access first.
  + if fair is set to false:
    - the access order is unspecified.
* By default (as using the first constructor), the access order is unspecified.
* Now, let’s see how to use the ArrayBlockingQueuein details with code examples.

# Creating a new ArrayBlockingQueue

* The following line creates an ArrayBlockingQueueobject with a fixed capacity of 100 elements of type String:

|  |  |
| --- | --- |
|  | BlockingQueue<String> queue1 = new ArrayBlockingQueue<>(100); |

* This line creates an ArrayBlockingQueue object with a fixed capacity of 50 Integer elements and the access policy is fair:

|  |  |
| --- | --- |
|  | BlockingQueue<Integer> queue2 = new ArrayBlockingQueue<>(50, true); |

* And the following line creates an ArrayBlockingQueue object with a fixed capacity, fair access policy and initially elements from a given collection:

|  |  |
| --- | --- |
|  | List<String> list = Arrays.asList("One", "Two", "Three");  BlockingQueue<String> queue3 = new ArrayBlockingQueue<>(50, true, list); |

# Inserting an element to the tail of the queue

* The following code snippet uses the put() method to insert an element to the tail of the queue:

|  |  |
| --- | --- |
|  | BlockingQueue<String> queue = new ArrayBlockingQueue<>(100);  try {      queue.put("Four");  } catch (InterruptedException ie) {      ie.printStackTrace();  } |

* Remember the put() method will block if the queue is full, waiting for space becomes available. And while waiting, it will throw InterruptedException if the current thread is interrupted.
* In case you want to wait only a specified amount of time when the queue is full, use the offer(element, timeout, timeunit) method. For example:

|  |  |
| --- | --- |
|  | try {      long timeout = 1000;      boolean success = queue.offer("Five", timeout, TimeUnit.MILLISECONDS);        if (!success) {          System.out.println("Queue is full and timeout elapsed");      }  } catch (InterruptedException ie) {      ie.printStackTrace();  } |

* In this code, the offer()method will return false if the queue is full and the current thread has been waiting for more than the specified time.

# Retrieving and removing an element from the head of the queue

* The following code snippet uses the take() method to retrieve and remove an element at the head of the queue, waiting if necessary until an element becomes available in case the queue is empty:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | try {      String head = queue.take();      System.out.println("Head element: " + head);    } catch (InterruptedException ie) {      ie.printStackTrace();  } |

* And use the poll(timeout, timeunit) method if you want to wait up to a specified time if the queue is empty, for an element to become available. Here’s an example:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | try {      long timeout = 1000;      String head = queue.poll(timeout, TimeUnit.MILLISECONDS);      System.out.println("Head element: " + head);    } catch (InterruptedException ie) {      ie.printStackTrace();  } |

* Note that the poll(timeout, timeunit) method will return null if the timeout expires.

# Draining the queue

* When the queue is no longer used with insertion and removal operations, and if you want to get all the remaining elements in the queue, use the drainTo(collection) method that removes all available elements in the queue and adds them to the specified collection. Here’s an example:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | BlockingQueue<String> queue = new ArrayBlockingQueue<>(100);    //...  // insertion and removal operations by threads  //...    List<String> list = new ArrayList<>();    queue.drainTo(list); |

* Using this method is more efficient than repeated polling the queue.

# Java ArrayBlockingQueue Methods

* ArrayBlockingQueue class has below given important methods, you should know.
* **void put(Object o)** : Inserts the specified element at the tail of this queue, waiting for space to become available if the queue is full.**boolean add(object)** : Inserts the specified element at the tail of this queue if it is possible to do so immediately without exceeding the queue’s capacity, returning true upon success and throwing an IllegalStateException if this queue is full.
* **boolean offer(object)** : Inserts the specified element at the tail of this queue if it is possible to do so immediately without exceeding the queue’s capacity, returning true upon success and throwing an IllegalStateException if this queue is full.
* **boolean remove(object)** : Removes a single instance of the specified element from this queue, if it is present.
* **Object peek()** : Retrieves, but does not remove, the head of this queue, or returns null if this queue is empty.
* **Object poll()** : Retrieves and removes the head of this queue, or returns null if this queue is empty.
* **Object poll(timeout, timeUnit)** : Retrieves and removes the head of this queue, waiting up to the specified wait time if necessary for an element to become available.
* **Object take()** : Retrieves and removes the head of this queue, waiting if necessary until an element becomes available.
* **void clear()** : Removes all of the elements from this the queue.
* **boolean contains(Object o)** : Returns true if this queue contains the specified element.
* **Iterator iterator()** : Returns an iterator over the elements in this queue in proper sequence.
* **int size()** : Returns the number of elements in this queue.
* **int drainTo(Collection c)** : Removes all available elements from this queue and adds them to the given collection.
* **int drainTo(Collection c, int maxElements)** : Removes at most the given number of available elements from this queue and adds them to the given collection.
* **int remainingCapacity()** : Returns the number of additional elements that this queue can ideally (in the absence of memory or resource constraints) accept without blocking.
* **Object[] toArray()** : Returns an array containing all of the elements in this queue, in proper sequence.

# A Producer - Consumer Example using ArrayBlockingQueue

* Let’s see a full example that makes use of ArrayBlockingQueue in a file text search program that searches all text files in a directory for a given keyword. The program will print which file contains the keyword and at which line.
* The producer class is a thread that recursively lists the content of a given directory for files that match the given extension, and then it puts each file on the queue. The following code is of the producer class:

|  |
| --- |
| import java.io.\*;  import java.util.\*;  import java.util.concurrent.\*;    /\*\*   \* This producer enumerates files of a specific type in a given directory   \* and then put the files on the queue.   \*   \* @author www.codejava.net   \*/  public class DirectoryLister extends Thread {      private BlockingQueue<File> queue;      private File directory;      private String extension;        public DirectoryLister(BlockingQueue<File> queue,              File directory, String extension) {          this.queue = queue;          this.directory = directory;          this.extension = extension;      }        public void run() {            try {                listDirectory(directory);              queue.put(new File("END"));            } catch (InterruptedException ie) {              ie.printStackTrace();          }      }        private void listDirectory(File dir) throws InterruptedException {          File[] files = dir.listFiles(new FileFilter() {              public boolean accept(File file) {                  return file.getName().endsWith(extension);              }          });            if (files != null && files.length > 0) {              for (File aFile : files) {                  if (aFile.isDirectory()) {                      listDirectory(aFile);                  } else {                      queue.put(aFile);                  }              }          }      }  } |

You can notice that the producer, after reading directory’s content, put a special element on the queue:

|  |  |
| --- | --- |
| 1 | queue.put(new File("END")); |

This acts as a “signal” element that tells the consumer that there’s no more elements added to the queue. You can see how the consumer class processes elements from the queue in the following code:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43 | import java.io.\*;  import java.nio.file.\*;  import java.util.\*;  import java.util.concurrent.\*;    /\*\*   \* This consumer takes a File from the queue, and parses the file   \* to search for the given keyword.   \*   \* @author www.codejava.net   \*/  public class FileParser extends Thread {      private BlockingQueue<File> queue;      private String keyword;        public FileParser(BlockingQueue<File> queue, String keyword) {          this.queue = queue;          this.keyword = keyword;      }        public void run() {          while (true) {              try {                  File file = queue.peek();                    if (file != null && !file.getName().equals("END")) {                      file = queue.take();                      parseFile(file);                  } else {                      break;                  }              } catch (InterruptedException | IOException ex) {                  ex.printStackTrace();              }          }      }        private void parseFile(File file) throws IOException {          List<String> lines = Files.readAllLines(file.toPath());          int lineCount = 0;            for (String aLine : lines) {              lineCount++;              if (aLine.contains(keyword)) {                  String result = "Found in %s at line %d\n";                  System.out.printf(result, file.getAbsolutePath(), lineCount);                  break;              }          }        }  } |

First, it examines the head of the queue:

|  |  |
| --- | --- |
| 1 | File file = queue.peek(); |

If the head is not the “signal element”, it removes the head from the queue and parses the file:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | if (file != null && !file.getName().equals("END")) {      file = queue.take();      parseFile(file);  } else {      break;  } |

If the head is the “signal element”, exits the while loop and the thread terminates. Note that we must keep the “signal element” always at the head of the queue so that other consumers can examine and act accordingly, hence the peek()method is used first, then take() is used if the element is actually a file.

And here’s code of the main program:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | import java.io.\*;  import java.util.concurrent.\*;    /\*\*   \* This program demonstrates using ArrayBlockingQueue   \* in a producer-consumer application.   \*   \* @author www.codejava.net   \*/  public class FileTextSearch {      public static void main(String[] args) {          String dirPath = args[0];          String extension = args[1];          String keyword = args[2];            BlockingQueue<File> queue = new ArrayBlockingQueue<>(100);            DirectoryLister lister = new DirectoryLister(queue, new File(dirPath), extension);          lister.start();            for (int i = 0; i < 10; i++) {              FileParser parser = new FileParser(queue, keyword);              parser.start();          }      }  } |

As you can see, the program creates one producer thread and 10 consumer threads, sharing an ArrayBlockingQueuewhich contains a maximum of 100 elements. Run this program from command like this:

|  |  |
| --- | --- |
| 1 | java FileTextSearch “D:\JDKSource\java\util\concurrent” “.java” “BlockingQueue” |

The program will search all .java files in the D:\JDKSource\java\util\concurrent directory to find the files that contain the text “BlockingQueue”. The output looks something like this:

|  |  |
| --- | --- |
| 1  2  3 | Found in D:\JDKSource\java\util\concurrent\ArrayBlockingQueue.java at line 82  Found in D:\JDKSource\java\util\concurrent\package-info.java at line 114  Found in D:\JDKSource\java\util\concurrent\ThreadPoolExecutor.java at line 183 |

As you can see, an ArrayBlockingQueueis shared among multiple threads but we don’t have to write any code for synchronization or locking, as the ArrayBlockingQueue handles concurrent threads itself.

Now, try to run this program on your computer with different inputs and check the results

1. **Explain Coundownlatch in Java?**

CountDownLatch in Java is a kind of synchronizer which allows one Thread to wait for one or more Threads before starts processing.

This is very crucial requirement and often needed in server side core Java application and having this functionality built-in as CountDownLatch greatly simplifies the development.

CountDownLatch in Java is introduced on Java 5 along with other concurrent utilities like CyclicBarrier, Semaphore, ConcurrentHashMap and BlockingQueue in java.util.concurrent package.

CountDownLatch works in latch principle, main thread will wait until Gate is open. One thread waits for n number of threads specified while creating CountDownLatch in Java. Any thread, usually main thread of application, which calls CountDownLatch.await() will wait until count reaches zero or its interrupted by another Thread. All other thread are required to do count down by calling CountDownLatch.countDown() once they are completed or ready to the job. as soon as count reaches zero, Thread awaiting starts running.

One of the disadvantage of CountDownLatch is that it’s not reusable once count reaches to zero you cannot use CountDownLatch anymore, but don't worry Java concurrency API has another concurrent utility called CyclicBarrier for such requirements.

## **Example**

In this section we will see a full featured real world example of using CountDownLatch in Java. In following CountDownLatch example, Java program requires 3 services namely CacheService, AlertService and ValidationService to be started and ready before application can handle any request and this is achieved by using CountDownLatch in Java.

import java.util.Date;

import java.util.concurrent.CountDownLatch;

import java.util.logging.Level;

import java.util.logging.Logger;

/\*\*

\* Java program to demonstrate How to use CountDownLatch in Java. CountDownLatch is

\* useful if you want to start main processing thread once its dependency is completed

\* as illustrated in this CountDownLatch Example

\*

\*/

public class CountDownLatchDemo {

public static void main(String args[]) {

final CountDownLatch latch = new CountDownLatch(3);

Thread cacheService = new Thread(new Service("CacheService", 1000, latch));

Thread alertService = new Thread(new Service("AlertService", 1000, latch));

Thread validationService = new Thread(new Service("ValidationService", 1000, latch));

cacheService.start(); //separate thread will initialize CacheService

alertService.start(); //another thread for AlertService initialization

validationService.start();

// application should not start processing any thread until all service is up

// and ready to do there job.

// Countdown latch is idle choice here, main thread will start with count 3

// and wait until count reaches zero. each thread once up and read will do

// a count down. this will ensure that main thread is not started processing

// until all services is up.

//count is 3 since we have 3 Threads (Services)

try{

latch.await(); //main thread is waiting on CountDownLatch to finish

System.out.println("All services are up, Application is starting now");

} catch(InterruptedException ie){

ie.printStackTrace();

}

}

}

/\*\*

\* Service class which will be executed by Thread using CountDownLatch synchronizer.

\*/

class Service implements Runnable{

private final String name;

private final int timeToStart;

private final CountDownLatch latch;

public Service(String name, int timeToStart, CountDownLatch latch){

this.name = name;

this.timeToStart = timeToStart;

this.latch = latch;

}

@Override

public void run() {

try {

Thread.sleep(timeToStart);

} catch (InterruptedException ex) {

Logger.getLogger(Service.class.getName()).log(Level.SEVERE, null, ex);

}

System.out.println( name + " is Up");

latch.countDown(); //reduce count of CountDownLatch by 1

}

}

Output:

ValidationService is Up

AlertService is Up

CacheService is Up

All services are up, Application is starting now

By looking at output of this CountDownLatch example in Java, you can see that Application is not started until all services started by individual Threads are completed.

1. **Explain CyclicBarrier in Java?**

CyclicBarrier in Java is a synchronizer introduced in JDK 5 on java.util.Concurrent package along with other concurrent utility like Counting Semaphore, BlockingQueue, ConcurrentHashMap etc.

CyclicBarrier is similar to CountDownLatch which allows multiple threads to wait for each other (barrier) before proceeding.

CyclicBarrier is a natural requirement for a concurrent program because it can be used to perform final part of the task once individual tasks are completed.

All threads which wait for each other to reach barrier are called parties, CyclicBarrier is initialized with a number of parties to wait and threads wait for each other by calling CyclicBarrier.await() method which is a blocking method in Java and blocks until all Thread or parties call await().

In general calling await() is shout out that Thread is waiting on the barrier.

await() is a blocking call but can be timed out or Interrupted by other thread.

If you look at CyclicBarrier, it also the does the same thing but there is different you cannot reuse CountDownLatch once the count reaches zero while you can reuse CyclicBarrier by calling reset () method which resets Barrier to its initial State.

What it implies that CountDownLatch is a good for one-time events like application start-up time and CyclicBarrier can be used to in case of the recurrent event e.g. concurrently calculating a solution of the big problem etc.

## **Example**

Here is a simple example of CyclicBarrier in Java on which we initialize CyclicBarrier with 3 parties, means in order to cross barrier, 3 thread needs to call await() method.

Each thread calls await method in short duration but they don't proceed until all 3 threads reached the barrier, once all thread reach the barrier, barrier gets broker and each thread started their execution from that point.

It’s much clear with the output of following example of CyclicBarrier in Java:

**import** java.util.concurrent.BrokenBarrierException;  
**import** java.util.concurrent.CyclicBarrier;  
**import** java.util.logging.Level;  
**import** java.util.logging.Logger;  
  
/\*\*  
 \* Java program to demonstrate how to use CyclicBarrier in Java. CyclicBarrier is a

 \* new Concurrency Utility added in Java 5 Concurrent package.

 \*  
 \*/  
**public** **class** CyclicBarrierExample {  
  
    *//Runnable task for each thread*  
    **private** **static** **class** Task **implements** [**Runnable**](http://javarevisited.blogspot.sg/2012/01/difference-thread-vs-runnable-interface.html) {  
  
        **private** **CyclicBarrier** barrier;  
  
        **public** Task(**CyclicBarrier** barrier) {  
            **this**.barrier = barrier;  
        }  
  
        @**Override**  
        **public** **void** run() {  
            **try** {  
                **System**.out.println(**Thread**.currentThread().getName() + " is waiting on barrier");  
                barrier.await();  
                **System**.out.println(**Thread**.currentThread().getName() + " has crossed the barrier");  
            } **catch** (**InterruptedException** ex) {  
                **Logger**.getLogger(CyclicBarrierExample.**class**.getName()).log(**Level**.SEVERE, **null**, ex);  
            } **catch** (**BrokenBarrierException** ex) {  
                **Logger**.getLogger(CyclicBarrierExample.**class**.getName()).log(**Level**.SEVERE, **null**, ex);  
            }  
        }  
    }  
  
    **public** **static** **void** main(**String** args[]) {  
  
        *//creating CyclicBarrier with 3 parties i.e. 3 Threads needs to call await()*  
        **final** **CyclicBarrier** cb = **new** **CyclicBarrier**(3, **new** **Runnable**(){  
            @**Override**  
            **public** **void** run(){  
                *//This task will be executed once all thread reaches barrier*  
                **System**.out.println("All parties are arrived at barrier, lets play");  
            }  
        });  
  
        *//starting each of thread*  
        **Thread** t1 = **new** **Thread**(**new** Task(cb), "Thread 1");  
        **Thread** t2 = **new** **Thread**(**new** Task(cb), "Thread 2");  
        **Thread** t3 = **new** **Thread**(**new** Task(cb), "Thread 3");  
  
        t1.start();  
        t2.start();  
        t3.start();  
        
    }  
}  
  
**Output:**  
**Thread** 1 is waiting on barrier  
**Thread** 3 is waiting on barrier  
**Thread** 2 is waiting on barrier  
All parties have arrived at barrier, lets play  
**Thread** 3 has crossed the barrier  
**Thread** 1 has crossed the barrier  
**Thread** 2 has crossed the barrier

## **When to use CyclicBarrier in Java**

Given the nature of CyclicBarrier it can be very handy to implement map reduce kind of task similar to fork-join framework of Java 7, where a big task is broken down into smaller pieces and to complete the task you need output from individual small task

e.g. to count population of India you can have 4 threads which count population from North, South, East, and West and once complete they can wait for each other, When last thread completed their task, Main thread or any other thread can add result from each zone and print total population. You can use CyclicBarrier in Java :

1. To implement multi player game which cannot begin until all player has joined.
2. Perform lengthy calculation by breaking it into smaller individual tasks, In general, to implement Map reduce technique.

## **Important point of CyclicBarrier in Java**

1. CyclicBarrier can perform a completion task once all thread reaches to the barrier, this can be provided while creating CyclicBarrier.
2. If CyclicBarrier is initialized with 3 parties means 3 thread needs to call await method to break the barrier.
3. The thread will block on await() until all parties reach to the barrier, another thread interrupt or await timed out.
4. If another thread interrupts the thread which is waiting on barrier it will throw BrokernBarrierException as shown below:

java.util.concurrent.BrokenBarrierException

at java.util.concurrent.CyclicBarrier.dowait(CyclicBarrier.java:172)

at java.util.concurrent.CyclicBarrier.await(CyclicBarrier.java:327)

1. CyclicBarrier.reset() put Barrier on its initial state, other thread which is waiting or not yet reached barrier will terminate with java.util.concurrent.BrokenBarrierException.
2. **What’s volatile variable in Java?**

The volatile keyword in Java is used as an indicator to Java compiler and Thread that do not cache value of this variable and always read it from main memory.

So if you want to share any variable in which read and write operation is atomic by implementation e.g. read and write in an int or a boolean variable then you can declare them as volatile variable.

The Java volatile keyword cannot be used with method or class and it can only be used with a variable.

Java volatile keyword also guarantees visibility and ordering, after Java 5 write to any volatile variable happens before any read into the volatile variable. By the way use of volatile keyword also prevents compiler or JVM from the reordering of code or moving away them from synchronization barrier.

## **The Volatile variable Example**

To Understand example of volatile keyword in java let’s go back to Singleton pattern in Java and see double checked locking in Singleton with Volatile and without the volatile keyword in java.

**public** **class** **Singleton**{

**private** **static** **volatile** Singleton \_instance; //volatile variable

**public** **static** Singleton **getInstance**(){

**if**(\_instance == **null**){

**synchronized**(Singleton.class){

**if**(\_instance == **null**)

\_instance = **new** Singleton();

}

}

**return** \_instance;

}

If you look at the code carefully you will be able to figure out:

* We are only creating instance one time
* We are creating instance lazily at the time of the first request comes.

If we do not make the \_instance variable volatile than the Thread which is creating instance of Singleton is not able to communicate other thread, that instance has been created until it comes out of the Singleton block, so if Thread A is creating Singleton instance and just after creation lost the CPU, all other thread will not be able to see value of \_instance as not null and they will believe its still null.

So in Summary apart from synchronized keyword in Java, volatile keyword is also used to communicate the content of memory between threads.

## **When to use Volatile variable in Java**

You can use Volatile variable if you want to read and write long and double variable atomically. long and double both are 64 bit data type and by default writing of long and double is not atomic and platform dependence. Many platform perform write in long and double variable 2 step, writing 32 bit in each step, due to this its possible for a Thread to see 32 bit from two different write. You can avoid this issue by making long and double variable volatile in Java.

A volatile variable can be used as an alternative way of achieving synchronization in Java in some cases, like Visibility. With volatile variable, it's guaranteed that all reader thread will see updated value of the volatile variable once write operation completed, without volatile keyword different reader thread may see different values.

volatile variable can be used to inform the compiler that a particular field is subject to be accessed by multiple threads, which will prevent the compiler from doing any reordering or any kind of optimization which is not desirable in a multi-threaded environment. Without volatile variable compiler can re-order the code, free to cache value of volatile variable instead of always reading from main memory.

Another place where a volatile variable can be used is to fixing double checked locking in Singleton pattern. As we discussed in Why should you use Enum as Singleton that double checked locking was broken in Java 1.4 environment.

1. **Difference between synchronized and volatile keyword in Java?**
   * + The volatile keyword in Java is a field modifier while synchronized modifies code blocks and methods.
     + Synchronized obtains and releases the lock on monitor’s Java volatile keyword doesn't require that.
     + Threads in Java can be blocked for waiting for any monitor in case of synchronized, that is not the case with the volatile keyword in Java.
     + Synchronized method affects performance more than a volatile keyword in Java.
     + Since volatile keyword in Java only synchronizes the value of one variable between Thread memory and "main" memory while synchronized synchronizes the value of all variable between thread memory and "main" memory and locks and releases a monitor to boot. Due to this reason synchronized keyword in Java is likely to have more overhead than volatile.
     + You cannot synchronize on the null object but your volatile variable in Java could be null.
     + From Java 5 writing into a volatile field has the same memory effect as a monitor release, and reading from a volatile field has the same memory effect as a monitor acquire
2. **What’s Reentrant Lock in Java?**

In Java 5.0, a new addition called Reentrant Lock was made to enhance intrinsic locking capabilities. Prior to this, "synchronized" and "volatile" were the means for achieving concurrency.

public synchronized void doAtomicTransfer(){

//enter synchronized block , acquire lock over this object.

operation1()

operation2();

} // exiting synchronized block, release lock over this object.

Synchronized uses intrinsic locks or monitors. Every object in Java has an intrinsic lock associated with it. Whenever a thread tries to access a synchronized block or method, it acquires the intrinsic lock or the monitor on that object.

In case of static methods, the thread acquires the lock over the class object. An intrinsic locking mechanism is a clean approach in terms of writing code, and is pretty good for most of the use-cases.

An intrinsic locking mechanism can have some functional limitations, such as:

* It is not possible to interrupt a thread waiting to acquire a lock (lock Interruptibly).
* It is not possible to attempt to acquire a lock without being willing to wait for it forever (try lock).
* Cannot implement non-block-structured locking disciplines, as intrinsic locks must be released in the same block in which they are acquired.

Lets see a few of the methods implemented by ReentrantLock class (which implements Lock):

void lock();

void lockInterruptibly() throws InterruptedException;

boolean tryLock();

boolean tryLock(long time, TimeUnit unit) throws InterruptedException;

.....

Lets try and understand the use of these and see what benefits we can get.

## **Polled and Timed Lock Acquisition**

Let's see some example code:

public void transferMoneyWithSync(Account fromAccount, Account toAccount,

float amount) throws InsufficientAmountException {

synchronized (fromAccount) {

// acquired lock on fromAccount Object

synchronized (toAccount) {

// acquired lock on toAccount Object

if (amount > fromAccount.getCurrentAmount()) {

throw new InsufficientAmountException(

"Insufficient Balance");

} else {

fromAccount.debit(amount);

toAccount.credit(amount);

}

}

}

}

In the transferMoney() method above, there is a possibility of deadlock when two threads A and B are trying to transfer money at almost the same time.

A: transferMoney(acc1, acc2, 20);

B: transferMoney(acc2, acc1 ,25);

It is possible that thread A has acquired a lock on the acc1 object and is waiting to acquire a lock on the acc2 object. Meanwhile, thread B has acquired a lock on the acc2 object and is waiting for a lock on acc1. This will lead to deadlock, and the system would have to be restarted! There is, however, a way to avoid this, which is called "lock ordering." Personally, I find this a bit complex.

A cleaner approach is implemented by ReentrantLock with the use of tryLock() method. This approach is called the "timed and polled lock-acquisition." It lets you regain control if you cannot acquire all the required locks, release the ones you have acquired and retry. So, using tryLock, we will attempt to acquire both locks. If we cannot attain both, we will release if one of these has been acquired, then retry.

public boolean transferMoneyWithTryLock(Account fromAccount,

Account toAccount, float amount) throws InsufficientAmountException, InterruptedException {

// we are defining a stopTime

long stopTime = System.nanoTime() + 5000;

while (true) {

if (fromAccount.lock.tryLock()) {

try {

if (toAccount.lock.tryLock()) {

try {

if (amount > fromAccount.getCurrentAmount()) {

throw new InsufficientAmountException(

"Insufficient Balance");

} else {

fromAccount.debit(amount);

toAccount.credit(amount);

}

} finally {

toAccount.lock.unlock();

}

}

} finally {

fromAccount.lock.unlock();

}

}

if(System.nanoTime() < stopTime)

return false;

Thread.sleep(100);

}//while

}

Here we implemented a timed lock, so if the locks cannot be acquired within the specified time, the transferMoney method will return a failure notice and exit gracefully. We can also maintain time budget activities using this concept.

## **Interruptible Lock Acquisition**

Interruptible lock acquisition allows locking to be used within cancellable activities.

The lockInterruptibly() method allows us to try and acquire a lock while being available for interruption. So, basically it allows the thread to immediately react to the interrupt signal sent to it from another thread.

This can be helpful when we want to send a KILL signal to all the waiting locks.

Let's see one example: Suppose we have a shared line to send messages. We would want to design it in such a way that if another thread comes and interrupts the current thread, the lock should release and perform the exit or shut down operations to cancel the current task.

public boolean sendOnSharedLine(String message) throws InterruptedException{

lock.lockInterruptibly();

try{

return cancellableSendOnSharedLine(message);

} finally {

lock.unlock();

}

}

private boolean cancellableSendOnSharedLine(String message){

.......

The timed tryLock is also responsive to interruption.

## **Non-block Structured Locking:**

In intrinsic locks, acquire-release pairs are block-structured.

In other words, a lock is always released in the same basic block in which it was acquired, regardless of how control exits the block.

Extrinsic locks allow the facility to have more explicit control. Some concepts, like Lock Strapping, can be achieved more easily using extrinsic locks. Some use cases are seen in hash-bashed collections and linked lists.

## **Fairness:**

The ReentrantLock constructor offers a choice of two fairness options: create a non-fair lock or a fair lock. With fair locking, threads can acquire locks only in the order in which they were requested, whereas an unfair lock allows a lock to acquire it out of its turn. This is called barging (breaking the queue and acquiring the lock when it became available).

Fair locking has a significant performance cost because of the overhead of suspending and resuming threads. There could be cases where there is a significant delay between when a suspended thread is resumed and when it actually runs. Let's see a situation:

A -> holds a lock.

B -> has requested and is in a suspended state waiting for A to release the lock.

C -> requests the lock at the same time that A releases the lock, and has not yet gone to a suspended state.

As C has not yet gone to a suspended state, there is a chance that it can acquire the lock released by A, use it, and release it before B even finishes waking up. So, in this context, unfair lock has a significant performance advantage.

Intrinsic locks and extrinsic locks have the same mechanism inside for locking, so the performance improvement is purely subjective. It depends on the use cases we discussed above. Extrinsic locks give a more explicit control mechanism for better handling of deadlocks, starvation, and so on.

import java.util.concurrent.locks.ReentrantLock;

import java.util.logging.Level;

import java.util.logging.Logger;

/\*\*

 \* Java program to show, how to use ReentrantLock in Java.

 \* Reentrant lock is an alternative way of locking

 \* apart from implicit locking provided by synchronized keyword in Java.

 \*/

public class ReentrantLockHowto {

    private final ReentrantLock lock = new ReentrantLock();

    private int count = 0;

     //Locking using Lock and ReentrantLock

     public int getCount() {

        lock.lock();

        try {

            System.out.println(Thread.currentThread().getName() + " gets Count: " + count);

            return count++;

        } finally {

            lock.unlock();

        }

     }

     //Implicit locking using synchronized keyword

     public synchronized int getCountTwo() {

            return count++;

     }

public static void main(String args[]) {

final ThreadTest counter = new ThreadTest();

Thread t1 = new Thread() {

@Override

public void run() {

while (counter.getCount() &lt; 6) {

try {

Thread.sleep(100);

} catch (InterruptedException ex) {

ex.printStackTrace(); }

}

}

};

Thread t2 = new Thread() {

@Override

public void run() {

while (counter.getCount() &lt; 6) {

try {

Thread.sleep(100);

} catch (InterruptedException ex) {

ex.printStackTrace();

}

}

}

};

t1.start();

t2.start();

public void run() {

while (counter.getCount() &lt; 6) {

try {

Thread.sleep(100);

} catch (InterruptedException ex) {

ex.printStackTrace();

}

}

}

};

t1.start();

t2.start();

}

}

Output:

Thread-0 gets Count: 0

Thread-1 gets Count: 1

Thread-1 gets Count: 2

Thread-0 gets Count: 3

Thread-1 gets Count: 4

Thread-0 gets Count: 5

Thread-0 gets Count: 6

Thread-1 gets Count: 7

1. **Explain Java Inter-thread Communication using Piped Streams?**

## **What are piped streams**

Pipe streams are just like real plumbing pipes. You put things into to a pipe at one end using some methods. Then you receive the same things back from the pipe stream at the other end using some other methods. They come out in FIFO order, first-in first-out, just like from real plumbing pipes.

## **PipedReader and PipedWriter**

PipedReader is an extension of Reader class which is used for reading character streams. Its read() method reads the connected PipedWriter’s stream. Similarly, PipedWriter is an extension of Writer class and does all the things which Reader class contracts.

A writer can be connected to a reader by following two methods:

* + - * Using constructor PipedWriter(PipedReader pr)
      * Using connect(PipedReader pr) method

Once connected through any of above ways, any thread can write data in stream using write(….) methods, and data will be available to reader and can be read using read() method.

## **Example**

Below given sample program creates two threads. One thread is responsible for writing into stream and second one is only reading the data to print them in console.

import java.io.\*;

public class PipedCommunicationTest {

public static void main(String[] args) {

new PipedCommunicationTest();

}

public PipedCommunicationTest() {

try {

// Create writer and reader instances

PipedReader pr = new PipedReader();

PipedWriter pw = new PipedWriter();

// Connect the writer with reader

pw.connect(pr);

// Create one writer thread and one reader thread

Thread thread1 = new Thread(

new PipeReaderThread("ReaderThread", pr));

Thread thread2 = new Thread(

new PipeWriterThread("WriterThread", pw));

// start both threads

thread1.start();

thread2.start();

} catch (Exception e) {

System.out.println("PipeThread Exception: " + e);

}

}

}

class PipeReaderThread implements Runnable {

PipedReader pr;

String name = null;

public PipeReaderThread(String name, PipedReader pr) {

this.name = name;

this.pr = pr;

}

public void run() {

try {

// continuously read data from stream and print it in console

while (true) {

char c = (char) pr.read(); // read a char

if (c != -1) { // check for -1 indicating end of file

System.out.print(c);

}

}

} catch (Exception e) {

System.out.println(" PipeThread Exception: " + e);

}

}

}

class PipeWriterThread implements Runnable {

PipedWriter pw;

String name = null;

public PipeWriterThread(String name, PipedWriter pw) {

this.name = name;

this.pw = pw;

}

public void run() {

try {

while (true) {

// Write some data after every two seconds

pw.write("Testing data written...n");

pw.flush();

Thread.sleep(2000);

}

} catch (Exception e) {

System.out.println(" PipeThread Exception: " + e);

}

}

}

Output:

Testing data written...

Testing data written...

Testing data written...

## **Important notes**

* + - You cannot write to a pipe without having some sort of reader created and connected to it. In other words, both ends must be present and already connected for the writing end to work.
    - You cannot switch to another reader, to which the pipe was not originally connected, once you are done writing to a pipe.
    - You cannot read back from the pipe if you close the reader. You can close the writing end successfully, however, and still read from the pipe.

You cannot read back from the pipe if the thread which wrote to it ends.

1. **Explain Java ThreadLocal Variables?**

Today, one of the most critical aspects of a concurrent application is shared data. When you create thread that implements the Runnable interface and then start various Thread objects using the same Runnable object, all the threads share the same attributes that are defined inside the runnable object.

This essentially means that if you change any attribute in a thread, all the threads will be affected by this change and will see the modified value by first thread.

Sometimes it is desired behavior e.g. multiple threads increasing / decreasing the same counter variable; but sometimes you want to ensure that every thread MUST work on its own copy of thread instance and does not affect others data.

## **When to use ThreadLocal?**

For example, consider you are working on an eCommerce application. You have a requirement to generate a unique transaction id for each and every customer request this controller process and you need to pass this transaction id to the business methods in manager/DAO classes for logging purpose. One solution could be passing this transaction id as a parameter to all the business methods. But this is not a good solution as the code is redundant and unnecessary.

To solve that, here you can use ThreadLocal variable. You can generate a transaction id in controller OR any pre-processor interceptor; and set this transaction id in the ThreadLocal. After this, whatever the methods, that this controller calls, they all can access this transaction id from the threadlocal. Also note that application controller will be servicing more that one request at a time and since each request is processed in separate thread at framework level, the transaction id will be unique to each thread and will be accessible from all over the thread’s execution path.

## **Inside ThreadLocal Class?**

The Java Concurrency API provides a clean mechanism for thread-local variables using ThreadLocal class with a very good performance.

public class ThreadLocal<T> extends Object {...}

This class provides thread-local variables. These variables differ from their normal counterparts in that each thread that accesses one (via its get or set method) has its own, independently initialized copy of the variable. ThreadLocal instances are typically private static fields in classes that wish to associate state with a thread (e.g., a user ID or Transaction ID).

This class has following methods:

* + - * get() : Returns the value in the current thread’s copy of this thread-local variable.
      * initialValue() : Returns the current thread’s “initial value” for this thread-local variable.
      * remove() : Removes the current thread’s value for this thread-local variable.
      * set(T value) : Sets the current thread’s copy of this thread-local variable to the specified value.

## **How to use ThreadLocal?**

Below example uses two thread local variables i.e. threadId and startDate. Both have been defined as “private static” fields as recommended. ‘threadId‘ will be used to identify the thread which is currently running and ‘startDate‘ will be used to get the time when thread started it’s execution. Above information will be printed in console to verify that each thread has maintained it’s own copy of variables.

**class** DemoTask **implements** Runnable {

// Atomic integer containing the next thread ID to be assigned

**private** **static** **final** AtomicInteger ***nextId*** = **new** AtomicInteger(0);

// Thread local variable containing each thread's ID

**private** **static** **final** ThreadLocal<Integer> ***threadId*** = **new** ThreadLocal<Integer>() {

@Override

**protected** Integer initialValue() {

**return** ***nextId***.getAndIncrement();

}

};

// Returns the current thread's unique ID, assigning it if necessary

**public** **int** getThreadId() {

**return** ***threadId***.get();

}

// Returns the current thread's starting timestamp

**private** **static** **final** ThreadLocal<Date> ***startDate*** = **new** ThreadLocal<Date>() {

**protected** Date initialValue() {

**return** **new** Date();

}

};

@Override

**public** **void** run() {

System.***out***.printf("Starting Thread: %s : %s\n", getThreadId(), ***startDate***.get());

**try** {

TimeUnit.SECONDS.sleep((**int**) Math.*rint*(Math.*random*() \* 10));

} **catch** (InterruptedException e) {

e.printStackTrace();

}

System.***out***.printf("Thread Finished: %s : %s\n", getThreadId(), ***startDate***.get());

}

}

Now to verify that variables essentially are able to maintain their state irrespective of multiple initializations for multiple threads, let’s create three instances of this task; start the threads; and then verify the information they print in console.

Starting Thread: 0 : Wed Dec 24 15:04:40 IST 2014

Thread Finished: 0 : Wed Dec 24 15:04:40 IST 2014

Starting Thread: 1 : Wed Dec 24 15:04:42 IST 2014

Thread Finished: 1 : Wed Dec 24 15:04:42 IST 2014

Starting Thread: 2 : Wed Dec 24 15:04:44 IST 2014

Thread Finished: 2 : Wed Dec 24 15:04:44 IST 2014

In above output, sequence of printed statement will vary every time. I have put them in sequence so that we can clearly identify that thread local values are kept safe for each thread instance; and never intermixed.

Most common use of thread local is when you have some object that is not thread-safe, but you want to avoid synchronizing access to that object using synchronized keyword/block. Instead, give each thread its own instance of the object to work with.

A good alternative to synchronization or threadlocal is to make the variable a local variable. Local variables are always thread safe. The only thing which may prevent you to do this is your application design constraints.

1. **Object level Locking vs. Class level Locking in Java**
   * + Synchronization refers to multi-threading. A synchronized block of code can only be executed by one thread at a time.
     + Java supports multiple threads to be executed. This may cause two or more threads to access the same fields or objects.
     + Synchronization is a process which keeps all concurrent threads execution to be in synch.
     + Synchronization avoids memory consistence errors caused due to inconsistent view of shared memory.
     + When a method is declared as synchronized; the thread holds the monitor for that method’s object, if another thread is executing the synchronized method, your thread is blocked until that thread releases the monitor.
     + Synchronization in java is achieved using synchronized keyword. You can use synchronized keyword in your class on defined methods or blocks. Keyword cannot be used with variables or attributes in class definition.
   * ***Object level locking***
     + Object level locking is mechanism when you want to synchronize a non-static method or non-static code block such that only one thread will be able to execute the code block on given instance of the class.
     + This should always be done to make instance level data thread safe. This can be done as below:

public class DemoClass

{

public synchronized void demoMethod(){}

}

or

public class DemoClass

{

public void demoMethod(){

synchronized (this)

{

//other thread safe code

}

}

}

or

public class DemoClass

{

private final Object lock = new Object();

public void demoMethod(){

synchronized (lock)

{

//other thread safe code

}

}

}

* + ***Class level locking***
    - Class level locking prevents multiple threads to enter in synchronized block in any of all available instances on runtime.
    - This means if in runtime there are 100 instances of DemoClass, then only one thread will be able to execute demoMethod() in any one of instance at a time, and all other instances will be locked for other threads. This should always be done to make static data thread safe.

public class DemoClass

{

public synchronized static void demoMethod(){}

}

or

public class DemoClass

{

public void demoMethod(){

synchronized (DemoClass.class)

{

//other thread safe code

}

}

}

or

public class DemoClass

{

private final static Object lock = new Object();

public void demoMethod(){

synchronized (lock)

{

//other thread safe code

}

}

}

* + ***Some Important Points***
    - Synchronization in java guarantees that no two threads can execute a synchronized method which requires same lock simultaneously or concurrently.
    - Synchronized keyword can be used only with methods and code blocks. These methods or blocks can be static or non-static both.
    - Whenever a thread enters into java synchronized method or block it acquires a lock and whenever it leaves java synchronized method or block it releases the lock. Lock is released even if thread leaves synchronized method after completion or due to any Error or Exception.
    - java synchronized keyword is re-entrant in nature it means if a java synchronized method calls another synchronized method which requires same lock then current thread which is holding lock can enter into that method without acquiring lock.
    - Java Synchronization will throw NullPointerException if object used in java synchronized block is null. For example, in above code sample if lock is initialized as null, the synchronized (lock) will throw NullPointerException.
    - Synchronized methods in Java put a performance cost on your application. So use synchronization when it is absolutely required. Also, consider using synchronized code blocks for synchronizing only critical section of your code.
    - It’s possible that both static synchronized and non-static synchronized method can run simultaneously or concurrently because they lock on different object.
    - According to the Java language specification you cannot use java synchronized keyword with constructor it’s illegal and result in compilation error.
    - Do not synchronize on non-final field on synchronized block in Java. Because reference of non-final field may change any time and then different thread might synchronizing on different objects i.e. no synchronization at all. Best is to use String class, which is already immutable and declared final.

1. **Can we make an Array or ArrayList as volatile in Java?**
   * ***volatile modifier***
     + The volatile is a modifier in Java which only applies to member variables, both instance and class variables and both primitive and reference type. It provides the happens-before guarantee which ensures that a write to a volatile variable will happen before any reading. This ensures that any modification to volatile object or primitive type will be visible to all threads i.e. it provides the visibility guarantee.
     + The volatile modifier also provides ordering guarantee because the compiler cannot re-order any code or operation which involves volatile variables (primitive and objects), but what is perhaps more important to know and remember is that volatile variable doesn't provide atomicity (except for write to the volatile double variable) and mutual exclusion, which is also the main difference between volatile and synchronized keyword.
     + There are certain restrictions with volatile keyword e.g. you cannot make a member variable both final and volatile at the same time, but you can make a static variable volatile in Java.
   * ***Can we make array volatile in Java?***
     + The answer is, Yes, you can make an array (both primitive and reference type array e.g. an int array and String array) volatile in Java but only changes to reference pointing to an array will be visible to all threads, not the whole array. What this means is that suppose you have a reference variable called primes as shown below:

protected volatile int[] primes = new int[10];

* + - then if you assign a new array to primes variable, change will be visible to all threads, but changes to individual indices will not be covered under volatile guarantee i.e.

primes = new int[20];

* + - will follow the "happens-before" rule and cause memory barrier refresh, but following code will not do so

primes[0] = 10;

primes[1] = 20;

primes[2] = 30;

primes[3] = 40;

* + - This means, if multiple threads are changing individual array elements e.g. storing updates, there won’t be any happens-before guarantee provided by the volatile modifier for such modification. So, if your use-case is to provide memory visibility guarantee for individual array elements than volatile is not the right choice. You must rely on other synchronization and a thread-safety mechanism to cover this case e.g. synchronized keyword, atomic variables, or ReentrantLock.
  + ***Can we make ArrayList or HashMap volatile in Java?***
    - The answer is same, of course, you can make a reference variable pointing to a Collection volatile in Java, but the happens-before guarantee will only be provided if the value of that reference variable is changed e.g. you assign a new collection to it.
    - Any modification done on actual collection object e.g. adding or removing elements from ArrayList will not invoke happens-before guarantee or memory barrier refresh.

1. **Why wait(), notify() and notifyAll() must be called from synchronized block or method in Java?**
   * + We use wait(), notify(), or notifyAll() method mostly for inter-thread communication in Java. One thread is waiting after checking a condition
     + e.g. In the classic Producer-Consumer problem, the Producer thread waits if the buffer is full and Consumer thread notify Producer thread after it creates a space in the buffer by consuming an element.
     + Calling notify() or notifyAll() methods issues a notification to a single or multiple thread that a condition has changed and once notification thread leaves synchronized block, all the threads which are waiting fight for object lock on which they are waiting and lucky thread returns from wait() method after reacquiring the lock and proceed further.
     + Let’s divide this whole operation into steps to see a possibility of race condition between wait() and notify() method in Java, we will use Produce Consumer thread example to understand the scenario better:
       - The Producer thread tests the condition (buffer is full or not) and confirms that it must wait (after finding buffer is full).
       - The Consumer thread sets the condition after consuming an element from a buffer.
       - The Consumer thread calls the notify () method; this goes unheard since the Producer thread is not yet waiting.
       - The Producer thread calls the wait () method and goes into waiting state.
     + So due to race condition here we potential lost a notification and if we use buffer or just one element Produce thread will be waiting forever and your program will hang.
     + This race condition is resolved by using synchronized keyword and locking provided by Java. In order to call the wait (), notify () or notifyAll () methods in Java, we must have obtained the lock for the object on which we're calling the method.
     + Since the wait() method in Java also releases the lock prior to waiting and reacquires the lock prior to returning from the wait() method, we must use this lock to ensure that checking the condition (buffer is full or not) and setting the condition (taking element from buffer) is atomic which can be achieved by using synchronized method or block in Java.
   * ***Summary*** 
     + IllegalMonitorStateException in Java which will occur if we don't call wait (), notify () or notifyAll () method from synchronized context.
     + Any potential race condition between wait and notify method in Java.
2. **How to Implement own Thread pool in java?**
   * + Thread Pool is a pool of threads which **reuses a fixed number of threads** to execute tasks.
     + At any point, at most nThreads threads will be active processing tasks. If additional tasks are submitted when all threads are active, **they will wait in the queue** until a thread is available.
     + ThreadPool implementation internally uses [**LinkedBlockingQueue**](http://www.javamadesoeasy.com/2015/03/custom-implementation-of.html)for adding and removing tasks.

## Advantage of ThreadPool?

* + - Instead of creating new thread every time for executing tasks, we can create ThreadPool which**reuses a fixed number of threads** for executing tasks.
    - As threads are reused, performance of our application improves drastically.

## [Life cycle of threads](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html) in ThreadPool

|  |
| --- |
| *new ThreadPoolsThread(taskQueue,this);* |

* + - When threads are created in constructor of ThreadPool they are in [**New state**](http://www.javamadesoeasy.com/2015/03/thread-states-thread-life-cycle-in-java.html)***.***

|  |
| --- |
| *threadPoolsThread.start();* |

* + - When threads are started in constructor of ThreadPool they enter **Runnable state**.

|  |
| --- |
| *class ThreadPoolsThread extends Thread {*  *. . .*  *public void run() {*  *. . .*  *}*  *. . .*  *}* |

* + - When threads enter run() method of ThreadPoolsThread class they enter **Running state**.

* + - Thread can go from **running** to **waiting state** when taskQueue.take() is called and taskQueue’s size is 0. Thread will wait for tasks to become available.
    - **How can task become available/ Threads could go from waiting to runnable state?**
      * When execute() method of ThreadPool is called, it internally calls put() method on taskQueue to add tasks.
    - Once task is available thread can go from **waiting** to **runnable state**. And later thread scheduler puts thread from runnable to running state at discretion of implementation.
    - Once shutdown of ThreadPool is initiated, previously submitted tasks are executed by threads and then threads enter **dead state**.

## How ThreadPool works?

|  |
| --- |
| *ThreadPool threadPool=new ThreadPool(2);* |

* + - We will instantiate ThreadPool, in ThreadPool’s constructor *nThreads* number of threads are created and started.
    - Here 2 threads will be created and started in ThreadPool.
    - Then, threads will enter run() method of **ThreadPoolsThread** class and will call take() method on taskQueue.
    - If tasks are available thread will execute task by entering run() method of task (As tasks executed always implements Runnable). Else waits for tasks to become available.

|  |
| --- |
| *public void run() {*  *. . .*  *while (true) {*  *. . .*  *Runnable runnable = taskQueue.take();*  *runnable.run();*  *. . .*  *}*  *. . .*  *}* |

* + - **When tasks are added?**
      * When execute() method of **ThreadPool** is called, it internally calls put() method on taskQueue to add tasks.

|  |
| --- |
| *taskQueue.put(task);* |

* + - Once tasks are available all waiting threads are notified that task is available.
    - **How threads in ThreadPool can be stopped?**
      * shutDown() method can be used to stop threads executing in threadPool, once shutdown of ThreadPool is initiated, previously submitted tasks are executed, but no new tasks could be accepted.
    - After thread has executed task
      1. Check whether pool shutDown has been initiated or not, if pool shutDown has been initiated and
      2. taskQueue does not contain any unExecuted task (i.e. taskQueue's size is 0 ) than interrupt() the thread.

|  |
| --- |
| *public void run() {*  *. . .*  *while (true) {*  *. . .*  *runnable.run();*  *//task EXECUTED*  *. . .*  *if(this.threadPool.isPoolShutDownInitiated() &&*  *this.taskQueue.size()==0)*  *this.interrupt();*    *}*  *. . .*  *}* |

## Program to implement ThreadPool in java

|  |
| --- |
| **package** ThreadPool;  **import** java.util.concurrent.BlockingQueue;  **import** java.util.concurrent.LinkedBlockingQueue;  /\*\*  \* ThreadPool is a class which creates a thread pool that reuses a fixed  \* number of threads to execute tasks.  \* At any point, at most nThreads threads will be active processing tasks.  \* If additional tasks are submitted when all threads are active,  \* they will wait in the queue until a thread is available.  \*  \* Once shutdown of ThreadPool is initiated, previously submitted tasks are  \* executed, but no new tasks will be accepted.  \*  \*/  **class** ThreadPool {  **private** BlockingQueue<Runnable> taskQueue;       /\*      \* Once pool shutDown will be initiated, poolShutDownInitiated will become true.      \*/  **private** **boolean** poolShutDownInitiated = **false**;     /\* Constructor of ThreadPool      \* nThreads= is a number of threads that exist in ThreadPool.      \* nThreads number of threads are created and started. \*      \*/  **public** ThreadPool(**int** nThreads){         taskQueue = **new** LinkedBlockingQueue<Runnable>(nThreads);         //Create and start nThreads number of threads.  **for**(**int** i=1; i<=nThreads; i++){          ThreadPoolsThread threadPoolsThread=**new** ThreadPoolsThread(taskQueue,**this**);          threadPoolsThread.setName("Thread-"+i);          System.*out*.println("Thread-"+i +" created in ThreadPool.");          threadPoolsThread.start();   //start thread         }       }       /\*\*      \* Execute the task, task must be of Runnable type.      \*/  **public** **synchronized** **void**  execute(Runnable task) **throws** Exception{  **if**(**this**.poolShutDownInitiated)  **throw** **new** Exception("ThreadPool has been shutDown, no further tasks can be added");         /\*       \* Add task in sharedQueue,       \* and notify all waiting threads that task is available.            \*/         System.*out*.println("task has been added.");  **this**.taskQueue.put(task);     }  **public** **boolean** isPoolShutDownInitiated() {  **return** poolShutDownInitiated;     }     /\*\*      \* Initiates shutdown of ThreadPool, previously submitted tasks      \* are executed, but no new tasks will be accepted.      \*/  **public** **synchronized** **void** shutdown(){  **this**.poolShutDownInitiated = **true**;         System.*out*.println("ThreadPool SHUTDOWN initiated.");     }  }  /\*\*  \* These threads are created and started from constructor of ThreadPool class.  \*/  **class** ThreadPoolsThread **extends** Thread {  **private** BlockingQueue<Runnable> taskQueue;  **private** ThreadPool threadPool;  **public** ThreadPoolsThread(BlockingQueue<Runnable> queue,                   ThreadPool threadPool){         taskQueue = queue;  **this**.threadPool=threadPool;       }  **public** **void** run() {  **try** {                   /\*                   \* ThreadPool's threads will keep on running                   \* until ThreadPool is not shutDown (shutDown will interrupt thread) and                   \* taskQueue contains some unExecuted tasks.                   \*/  **while** (**true**) {                         System.*out*.println(Thread.*currentThread*().getName()                                       +" is READY to execute task.");                         /\*ThreadPool's thread will take() task from sharedQueue                         \* only if tasks are available else                         \* waits for tasks to become available.                         \*/                         Runnable runnable = taskQueue.take();                         System.*out*.println(Thread.*currentThread*().getName()                                       +" has taken task.");                         //Now, execute task with current thread.                         runnable.run();                           System.*out*.println(Thread.*currentThread*().getName()                                       +" has EXECUTED task.");                           /\*                         \* 1) Check whether pool shutDown has been initiated or not,                         \* if pool shutDown has been initiated and                         \* 2) taskQueue does not contain any                         \*    unExecuted task (i.e. taskQueue's size is 0 )                         \* than  interrupt() the thread.                         \*/  **if**(**this**.threadPool.isPoolShutDownInitiated()                                       &&  **this**.taskQueue.size()==0){  **this**.interrupt();                             /\*                                \*  Interrupting basically sends a message to the thread                                \*  indicating it has been interrupted but it doesn't cause                                \*  a thread to stop immediately,                                \*                                \*  if sleep is called, thread immediately throws InterruptedException                                \*/                                Thread.*sleep*(1);                         }                     }            } **catch** (InterruptedException e) {                   System.*out*.println(Thread.*currentThread*().getName()+" has been STOPPED.");            }     }  }  /\*\*  \* Task class which implements Runnable.  \*/  **class** Task **implements** Runnable{     @Override  **public** **void** run() {  **try** {                   Thread.*sleep*(2000);                   System.*out*.println(Thread.*currentThread*().getName()                                +" is executing task.");            } **catch** (InterruptedException e) {                   e.printStackTrace();            }     }  };  /\*\*  \* Test ThreadPool.  \*/  **public** **class** ThreadPoolTest{  **public** **static** **void** main(String[] args) **throws** Exception {            ThreadPool threadPool=**new** ThreadPool(2); //create 2 threads in ThreadPool            Runnable task=**new** Task();            threadPool.execute(task);            threadPool.execute(task);              threadPool.shutdown();     }    }  /\*OUTPUT  Thread-1 created in ThreadPool.  Thread-2 created in ThreadPool.  Thread-1 is READY to execute task.  Thread-2 is READY to execute task.  task has been added.  task has been added.  Thread-1 has taken task.  Thread-2 has taken task.  ThreadPool SHUTDOWN initiated.  Thread-1 is executing task.  Thread-1 has EXECUTED task.  Thread-1 has been STOPPED.  Thread-2 is executing task.  Thread-2 has EXECUTED task.  Thread-2 has been STOPPED.  \*/ |

## Let’s discuss output in detail, to get better understanding of ThreadPool program

* + - Note: I have mentioned output in green text.
    - Total number of thread created in ThreadPool was 2.

Thread-1 **created** in ThreadPool.

* + - Till now Thread-1 have been created.

Thread-2 **created** in ThreadPool.

* + - Till now Thread-2 have been created.

Thread-1 is **READY** to execute task.

* + - Thread-1 have entered run() method and taskQueue’s size is 0. So its waiting for task to become available.

Thread-2 is **READY** to execute task.

* + - Thread-2 have entered run() method and taskQueue’s size is 0. So its waiting for task to become available.

task has been **added**.

* + - execute() method of ThreadPool is called by main thread, it internally calls put() method on taskQueue to add tasks. Once tasks is available all waiting threads are notified that task is available.

task has been **added**.

* + - execute() method of ThreadPool is called by main thread, it internally calls put() method on taskQueue to add tasks. Once tasks is available all waiting threads are notified that task is available.

Thread-1 has taken task.

* + - As waiting Thread-1 has been notified it takes task.

Thread-2 has taken task.

* + - As waiting Thread-2 has been notified it takes task.

ThreadPool SHUTDOWN initiated.

* + - threadPool.shutdown() is called by main thread, previously submitted tasks are executed, but no new tasks will be accepted.

Thread-1 is executing task.

* + - Thread-1 is executing task, it’s in run() method of Task class (shutdown was initiated, but  previously submitted tasks are executed ).

Thread-1 has EXECUTED task.

* + - Thread-1 has executed task.

Thread-1 has been STOPPED.

* + - Thread-1 has been stopped.

Thread-2 is executing task.

* + - Thread-2 is executing task, it’s in run() method of Task class.

Thread-2 has EXECUTED task.

* + - Thread-2 has executed task.

Thread-2 has been STOPPED.

* + - Thread-2 has been stopped.

## How performance of applications is improved by reusing threads?

* + - So, after constructor and before shutdown is called on ThreadPool, threads will remain either in Running, Runnable or Waiting state. Therefore excluding overhead of being in New and Dead state.
    - Therefore, for every task executed by thread it would never go in new and dead state hence saving the time and will improve applications performance.

1. **Difference between deadlock, livelock and starvation?**

## 1. Understanding Deadlock

* + - **Deadlock describes a situation where two more threads are blocked because of waiting for each other forever**. When deadlock occurs, the program hangs forever and the only thing you can do is to kill the program.
    - Let’s consider the account transaction example in [this tutorial](https://www.codejava.net/java-core/concurrency/java-synchronization-tutorial-part-3-using-synchronized-keyword-intrinsic-locking). Modify the maximum amount can be transferred from 10 to 200 in the Bank class as follows:

public static final int MAX\_AMOUNT = 200;

* + - Look at the Transaction class you see the amount is chosen randomly by this statement:

int amount = (int) (Math.random() \* Bank.MAX\_AMOUNT);

* + - Now, recompile the Bank and Transaction classes, and then run the TransactionTest program. Guess what will happen?
    - You will see that the program runs for a few transactions and hangs forever, as shown in the following screenshot:
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* + - The program encounters a deadlock and cannot continue. Why can deadlock happen when we increase the maximum amount of money can be transferred among accounts?
    - Let’s analyze the code to understand why.
    - In the Bank class you will each account is initialized with an amount of 100. Now the maximum amount can be transferred is 200, so there will be some threads trying to transfer an amount which is greater than the account’s balance, for example:
    - Thread 1 tries to transfer 150 from account 1 to account 2
    - Thread 2 tries to transfer 170 from account 3 to account 1
    - Account 1 has only 100 in balance so thread 1 has to wait for other threads to deposit more funds to this account. Similarly, thread 2 also has to wait because account 3 doesn’t have sufficient fund. Other threads may add funds to accounts 1 and 3, but if all threads are trying to transfer an amount greater than the account’s balance, they are waiting for each other forever. Hence deadlock occurs.
    - That’s why you see the program quickly runs into deadlock after few transactions have been done. It hangs and you have to press Ctrl + C to terminate the program.
    - You can ask why the previous version of the example runs fine. It’s because the maximum account is smaller (10) than the balance (100), so all accounts have enough fund to transfer.

## **Another Deadlock Example**

* + - Another common reason for deadlock problem is two or more threads attempt to acquire two locks simultaneously, but in different order. Consider the following class:

/\*\*

 \* Business.java

 \* This class is used to illustrate a deadlock situation.

 \*/

public class Business {

    private Object lock1 = new Object();

    private Object lock2 = new Object();

    public void foo() {

        synchronized (lock1) {

            synchronized (lock2) {

                System.out.println("foo");

            }

        }

    }

    public void bar() {

        synchronized (lock2) {

            synchronized (lock1) {

                System.out.println("bar");

            }

        }

    }

}

* + - As you can see, both the methods foo() and bar() try to acquire two lock objects lock1 and lock2 but in different order.
    - And consider the following test program:

/\*\*

 \* BusinessTest1.java

 \* This program tests for deadlock situation.

 \*/

public class BusinessTest1 {

    public static void main(String[] args) {

        Business business = new Business();

        Thread t1 = new Thread(new Runnable() {

            public void run() {

                business.foo();

            }

        });

        t1.start();

        Thread t2 = new Thread(new Runnable() {

            public void run() {

                business.bar();

            }

        });

        t2.start();

    }

}

* + - This program creates two threads, one executes the foo() method and another executes the bar() method on a shared instance of the Business class. But deadlock is likely never to occur because one thread can execute and exit a method very quickly so the other thread have chance to acquire the locks.
    - Let’s modify this test program in order to create 10 threads for executing foo() and other 10 threads for executing bar() as follows:

/\*\*

 \* BusinessTest2.java

 \* This program tests for deadlock situtation.

  \*/

public class BusinessTest2 {

    public static void main(String[] args) {

        Business business = new Business();

        for (int i = 0; i < 10; i++) {

            new Thread(new Runnable() {

                public void run() {

                    business.foo();

                }

            }).start();

        }

        for (int i = 0; i < 10; i++) {

            new Thread(new Runnable() {

                public void run() {

                    business.bar();

                }

            }).start();

        }

    }

}

* Run this program several times (4-10 times), you will see that sometimes the program runs fine:
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* But sometimes it hangs like this:
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* Why? It’s because deadlock happens. Let me explain how:
  + Thread 1 enters foo() method and it acquires lock1. At the same time, thread 2 enters bar() method and it acquires lock2.
  + Thread 1 tries to acquire lock2 which is currently held by thread 2, hence thread 1 blocks.
  + Thread 2 tries to acquire lock1 which is currently held by thread 1, hence thread 2 blocks.
* Both threads block each other forever, deadlock occurs and the program hangs.

## **So how to avoid deadlock?**

* Java doesn’t have anything to escape deadlock state when it occurs, so you have to design your program to avoid deadlock situation. Avoid acquiring more than one lock at a time. If not, make sure that you acquire multiple locks in consistent order. In the above example, you can avoid deadlock by synchronize two locks in the same order in both methods:

public void foo() {

    synchronized (lock1) {

        synchronized (lock2) {

            System.out.println("foo");

        }

    }

}

public void bar() {

    synchronized (lock1) {

        synchronized (lock2) {

            System.out.println("bar");

        }

    }

}

* Also try to shrink the synchronized blocks as small as possible to avoid unnecessary locking on code that doesn’t need to be synchronized.

# Understanding Livelock

* **Livelock describes situation where two threads are busy responding to actions of each other**. They keep repeating a particular code so the program is unable to make further progress:
  + Thread 1 acts as a response to action of thread 2
  + Thread 2 acts as a response to action of thread 1
* Unlike deadlock, threads are not blocked when livelock occurs. They are simply too busy responding to each other to resume work. In other words, the program runs into an infinite loop and cannot proceed further

## **A Livelock Example:**

* Let’s see an example: a criminal kidnaps a hostage and he asks for ransom in order to release the hostage. A police agrees to give the criminal the money he wants once the hostage is released. The criminal releases the hostage only when he gets the money. Both are waiting for each other to act first, hence livelock.
* Here’s the code of this example.
* Criminal class:.

/\*\*

 \* Criminal.java

 \* This class is used to demonstrate livelock situation

 \*/

public class Criminal {

    private boolean hostageReleased = false;

    public void releaseHostage(Police police) {

        while (!police.isMoneySent()) {

            System.out.println("Criminal: waiting police to give ransom");

            try {

                Thread.sleep(1000);

            } catch (InterruptedException ex) {

                ex.printStackTrace();

            }

        }

        System.out.println("Criminal: released hostage");

        this.hostageReleased = true;

    }

    public boolean isHostageReleased() {

        return this.hostageReleased;

    }

}

/\*\*

 \* Police.java

 \* This class is used to demonstrate livelock situation

 \*/

public class Police {

    private boolean moneySent = false;

    public void giveRansom(Criminal criminal) {

        while (!criminal.isHostageReleased()) {

            System.out.println("Police: waiting criminal to release hostage");

            try {

                Thread.sleep(1000);

            } catch (InterruptedException ex) {

                ex.printStackTrace();

            }

        }

        System.out.println("Police: sent money");

        this.moneySent = true;

    }

    public boolean isMoneySent() {

        return this.moneySent;

    }

}

Test class:

/\*\*

 \* HostageRescueLivelock.java

 \* This class is used to demonstrate livelock situation

 \*/

public class HostageRescueLivelock {

    static final Police police = new Police();

    static final Criminal criminal = new Criminal();

    public static void main(String[] args) {

        Thread t1 = new Thread(new Runnable() {

            public void run() {

                police.giveRansom(criminal);

            }

        });

        t1.start();

        Thread t2 = new Thread(new Runnable() {

            public void run() {

                criminal.releaseHostage(police);

            }

        });

        t2.start();

    }

}
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* So how to avoid livelock? There’s no general guideline, you have to design your program to avoid livelock situation.

# 3. Understanding Starvation

* **Starvation describes a situation where a greedy thread holds a resource for a long time so other threads are blocked forever**. The blocked threads are waiting to acquire the resource but they never get a chance. Thus they starve to death.
* Starvation can occur due to the following reasons:
  + Threads are blocked infinitely because a thread takes long time to execute some synchronized code (e.g. heavy I/O operations or infinite loop).
  + A thread doesn’t get CPU’s time for execution because it has low priority as compared to other threads which have higher priority.
  + Threads are waiting on a resource forever but they remain waiting forever because other threads are constantly notified instead of the hungry ones.
* When a starvation situation occurs, the program is still running but doesn’t run to completion because some threads are not executed.

## **A Starvation Example:**

* Let’s see an example. Suppose we have a Worker class like this:

import java.io.\*;

/\*\*

 \* Worker.java

 \* This class is used to demonstrate starvation situation.

 \*/

public class Worker {

    public synchronized void work() {

        String name = Thread.currentThread().getName();

        String fileName = name + ".txt";

        try (

            BufferedWriter writer = new BufferedWriter(new FileWriter(fileName));

        ) {

            writer.write("Thread " + name + " wrote this mesasge");

        } catch (IOException ex) {

            ex.printStackTrace();

        }

        while (true) {

            System.out.println(name + " is working");

        }

    }

}

* This class has a synchronized method work() that creates a text file <thread-name>.txt and writes a message to it. Then it repeatedly prints a message:

<thread-name> is working

* And the following program creates 10 threads that call the work() method on a shared instance of the Worker class:

/\*\*

 \* StarvationExample.java

 \* This class is used to demonstrate starvation situation.

 \*/

public class StarvationExample {

    public static void main(String[] args) {

        Worker worker = new Worker();

        for (int i = 0; i < 10; i++) {

            new Thread(new Runnable() {

                public void run() {

                    worker.work();

                }

            }).start();

        }

    }

}

* Compile and run this program and you will see that there’s only one thread gets executed:
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* According to the code logic, each thread should create a text file with the name of <thread-name>.txt but you see only one gets created, e.g. thread-1.txt. That means other threads are unable to execute the work() method.
* Why does this happen? It’s because the while loop runs forever so that the first executed thread never release the lock, causing other threads to wait forever.
* A solution to solve this starvation problem is to make the current thread waits for a specified amount of time so other threads have chance to acquire the lock on the Worker object:

while (true) {

    System.out.println(name + " is working");

    try {

        wait(1000);

    } catch (InterruptedException ex) {

        ex.printStackTrace();

    }

}

* Recompile and run this program again and you will see that all threads get executed, proven by 10 text files created and in the output:
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* In general, you should design your program to avoid starvation situation.

# 4. Conclusion

* So far I have helped you identify the 3 problems which can happen in multi-threading Java programs: deadlock, livelock and starvation.  Livelock and starvation are less common than deadlock but they still can occur. To summarize, the following points help you understand the key differences of these problems:
  + **Deadlock**:  All threads are blocked, the program hangs forever.
  + **Livelock**: No threads blocked but they run into infinite loops. The program is still running but unable to make further progress.
  + **Starvation**: Only one thread is running, and other threads are waiting forever.
* You should be aware of these problems which can occur with multiple threads and synchronization, and design your programs to avoid them.